**C# Concepts**

C# Introduction

**.NET Framework** is a development platform for building an apps for windows, web, azure, etc. by using programming languages such as C#, F# and Visual Basic. It consists of a two major components such as **Common Language Runtime** (CLR), it’s an execution engine that handles running apps and **.NET Framework Class Library**, which provides a library of tested and reusable code that developers can use it in their applications.

## **History of C#**

The C# programming language has been implemented by **Anders Hejlsberj**, the employee of Microsoft and the initial release of C# programming language is on **2002** with **.NET Framework 1.0** and it’s more like Java programming.

Following table lists the evaluation of c# programming language with multiple features along with .NET Framework and visual studio.

| **Version** | **Year** | **.NET Framework** | **Visual Studio** | **Features** |
| --- | --- | --- | --- | --- |
| C# 1.0 | 2002 | 1.0 / 1.1 | Visual Studio 2002 | Basic Features |
| C# 2.0 | 2005 | 2.0 | Visual Studio 2005 | * Generics * Partial types * Anonymous methods * Nullable types * Iterators * Covariance and contravariance |
| C# 3.0 | 2007 | 3.0 / 3.5 | Visual Studio 2008 | * Auto implemented properties * Anonymous types * Query expressions * Lambda expression * Expression trees * Extension methods |
| C# 4.0 | 2010 | 4.0 | Visual Studio 2010 | * Dynamic binding * Named/optional arguments * Generic covariant and contravariant * Embedded interop types |
| C# 5.0 | 2012 | 4.5 | Visual Studio 2012 / 13 | * Asynchronous members * Caller info attributes |
| C# 6.0 | 2015 | 4.6 | Visual Studio 2015 | * Static imports * Exception filters * Property initializers * Expression bodied members * Null propagator * String interpolation * nameof operator * Dictionary initializer |
| C# 7.0 | 2017 | .NET Core | Visual Studio 2017 | * Out variables * Tuples and deconstruction * Pattern matching * Local functions * Expanded expression bodied members * Ref locals and returns |

# C# Hello World Program Example

## **Explanation of C# Hello World Program**

Following diagram will illustrate the type of parameters which we used in our c# program in detailed manner.
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# C# Data Types with Examples

C# is a **Strongly Typed** programming language so before we perform any operation on [variables](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples), it’s mandatory to define a variable with required data type to indicate what type of data that variable can hold in our application.

## **Different Data Types in C#**

In C# programming language, we have a 3 different type of data types, those are

| **Type** | **Data Types** |
| --- | --- |
| Value Data Type | int, bool, char, double, float, etc. |
| Reference Data Type | string, class, object, interface, delegate, etc. |
| Pointer Data Type | Pointers. |
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## **C# Value Data Types**

In c#, the **Value Data Types** will directly store the [variable](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples) value in memory. In c#, the value data types will accept both signed and unsigned literals.

Following table lists the value data types in c# programming language with memory size and range of values.

| **Data Type** | **.NET Type** | **Size** | **Range** |
| --- | --- | --- | --- |
| byte | Byte | 8 bits | 0 to 255 |
| sbyte | SByte | 8 bits | -128 to 127 |
| int | Int32 | 32 bits | -2,147,483,648 to 2,147,483,647 |
| uint | UInt32 | 32 bits | 0 to 4294967295 |
| short | Int16 | 16 bits | -32,768 to 32,767 |
| ushort | UInt16 | 16 bits | 0 to 65,535 |
| long | Int64 | 64 bits | -9,223,372,036,854,775,808 to 9,223,372,036,854,775,807 |
| ulong | UInt64 | 64 bits | 0 to 18,446,744,073,709,551,615 |
| float | Single | 32 bits | -3.402823e38 to 3.402823e38 |
| double | Double | 64 bits | -1.79769313486232e308 to 1.79769313486232e308 |
| bool | Boolean | 8 bits | True or False |
| decimal | Decimal | 128 bits | (+ or -)1.0 x 10e-28 to 7.9 x 10e28 |
| DateTime | DateTime | - | 0:00:00am 1/1/01 to 11:59:59pm 12/31/9999 |

## **C# Reference Data Types**

In c#, the **Reference Data Types** will contain a memory address of variable value because the reference types won’t store the variable value directly in memory.

Following table lists the reference data types in c# programming language with memory size and range of values.

| **Data Type** | **.NET Type** | **Size** | **Range** |
| --- | --- | --- | --- |
| string | String | Variable Length | 0 to 2 billion Unicode characters |
| object | Object | - | - |

## **C# Pointer Data Types**

In c#, the **Pointer Data Types** will contain a memory address of [variable](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples) value. To get the pointer details we have a two symbols ampersand (&) and asterisk (\*) in c# language.

Following is the syntax of declaring the pointer type in c# programming language.

type\* test;

Following is the example of defining the pointer type in c# programming language.

int\* a;

int\* b;

Following table lists the detail about different type pointer symbols available in c# programming language.

| **Symbol** | **Name** | **Description** |
| --- | --- | --- |
| & | Address Operator | It's useful to determine the address of a  variable. |
| \* | Indirection Operator | It's useful to access the value of an  address. |

# C# Variables with Examples

C# is a **Strongly Typed** programming language so before we perform any operation on variables, it’s mandatory to define a variable with required [data type](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples) to indicate what type of data that variable can hold in our application.

## **Rules to Declare a C# Variables**

* We can define a variable name with the combination of alphabets, numbers and underscore.
* A variable name must always starts with either alphabets or underscore but not with numbers.
* While defining the variable, no white space is allowed within the variable name.
* We should not use any reserve keywords such as int, float, char, etc. for variable name.
* In c#, once the variable is declared with a particular [data type](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples), it cannot be re-declared with a new type and we shouldn’t assign a value that is not compatible with the declared type.

# C# Value Type and Reference Type with Examples

In c#, we have a two ways to allocate the space in memory, i.e. either on **stack** or **heap** memory based on the **Value Type** or **Reference Type** parameters.

## **C# Value Types**

In c#, a [data type](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples) is a **Value Type** if it hold the value of [variable](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples) directly on its own memory space and Value Types will use **Stack** memory to store the variables values.

For example, if we define and assign a value to the variable like int x = 123; then the system will use the same memory space of variable ‘**x**’ to store the value ‘**123**’.

Following is the pictorial representation of value types in c# programming language.

![Variable Type Memory Allocation in C# with Examples](data:image/png;base64,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)

Following are the different data types which will fall under **Value Type** in c# programming language.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| int | float | long | char | bool |
| byte | decimal | double | enum | sbyte |
| short | struct | uint | ulong | ushort |

## **C# Pass Value Type by Value**

In c#, if we pass a value type variable from one method to another method, the system will create a separate copy for the variable in another method. In case, if we make a changes to the variable in one method won’t affect the variable in other method.

Following is the example of passing the value type by value in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Square(int a, int b)

        {

            a = a \* a;

            b = b \* b;

            Console.WriteLine(a + " " + b);

        }

        static void Main(string[] args)

        {

            int num1 = 5;

            int num2 = 10;

            Console.WriteLine(num1 + " " + num2);

            Square(num1, num2);

            Console.WriteLine(num1 + " " + num2);

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we defined a two variables (**num1**, **num2**) in **Main()** method and we are making a changes to those variable by passing it to **Square()** method but those changes won’t affect the variables in **Main()** method.

When we execute above program, we will get the result like as shown below.
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If you observe above result, the changes made to the variables in **Square()** method didn’t affected the variables in **Main()** method.

## **C# Reference types**

In c#, **Reference Types** will contain a pointer which points to other memory location that holds the data. The **Reference Types** won’t store the variable value directly in its memory instead, it will store the memory address of the variable value to indicate where the value is being stored.

For example, if we define and assign a value to the variable like string name = "Suresh Dasari"; then the system will store the variable value “**Suresh Dasari**” in one location and the variable "**name**" in another location along with the memory address of the variable value.

Following is the pictorial representation of reference type in c# programming language.
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Following are the different data types which will fall under **Reference Type** in c# programming language.

* [String](https://www.tutlane.com/tutorial/csharp/csharp-string-with-examples)
* [Class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples)
* [Delegates](https://www.tutlane.com/tutorial/csharp/csharp-delegates)
* All [Arays](https://www.tutlane.com/tutorial/csharp/csharp-arrays-with-examples), Even if their elements are value types

## **Pass Reference Type by Value**

In c#, if we pass a reference type variable from one method to another method, the system won’t create a separate copy for that variable instead it passes the address of the variable. So if we make any changes to the variable in one method that also reflect in other method.

Following is the example of passing the reference type by value in c# programming language.

using System;

namespace CsharpExamples

{

    class Person

    {

        public int age;

    }

    class Program

    {

        static void Square(Person a, Person b)

        {

            a.age = a.age \* a.age;

            b.age = b.age \* b.age;

            Console.WriteLine(a.age + " " + b.age);

        }

        static void Main(string[] args)

        {

            Person p1 = new Person();

            Person p2 = new Person();

            p1.age = 5;

            p2.age = 10;

            Console.WriteLine(p1.age + " " + p2.age);

            Square(p1, p2);

            Console.WriteLine(p1.age + " " + p2.age);

            Console.WriteLine("Press Any Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a new class called “**Person**” and created an instance of new class (**Person**) and assigned a values to the variables in **Main()** method and we are making a changes to those variable by passing it to **Square()** method and those changes will be reflected in **Main()** method.

When we execute above program, we will get the result like as shown below.
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If you observe above result, the changes whatever we made to the variables in **Square()** method, that also reflected for the variables in **Main()** method.

# C# Operators (Arithmetic, Relational, Logical, Assignment, Precedence)

In c#, we have a different type of operators available, those are

![Different Type of Operators in C# with Examples](data:image/png;base64,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)

Suppose, if operator that takes a one operand to perform the operation such as precedence operator (++), then those will call as a **Unary Operators**. In case, if operator that takes a two operands to perform the operation such as [arithmetic operator](https://www.tutlane.com/tutorial/csharp/csharp-arithmetic-operators-with-examples) (-, +, \*, /), then those will call as a **Binary Operators** and we have a [Ternary Operator](https://www.tutlane.com/tutorial/csharp/csharp-ternary-operator-with-examples) that takes three operands to perform the operation, such as [conditional operator](https://www.tutlane.com/tutorial/csharp/csharp-ternary-operator-with-examples) (**?:**).

# C# Arithmetic Operators with Examples

In c#, **Arithmetic Operators** are used to perform basic arithmetic calculations like addition, subtraction, division, etc. based on our requirements.

For example, we have an integer variables **x = 20**, **y = 10** and if we apply an arithmetic operator **+** (**x + y**) to perform an addition operator, then we will get the result as **30**like as shown below.

int result;

int x = 20, y = 10;

result = (x + y);

Following table lists the different type of operators available in c# arithmetic operators.

| **Operator** | **Name** | **Description** | **Example (a = 6, b = 3)** |
| --- | --- | --- | --- |
| + | Addition | It adds two operands. | a + b = 9 |
| - | Subtraction | It subtract two operands. | a - b = 3 |
| \* | Multiplication | It multiplies two operands. | a \* b = 18 |
| / | Division | It divides numerator by de-numerator. | a / b = 2 |
| % | Modulo | It returns a remainder as result. | a % b = 0 |

| **Operator** | **Name** | **Description** | **Example (a = 6, b = 3)** |
| --- | --- | --- | --- |
| == | Equal to | It compare two operands and return true if both are same. | a == b (false) |
| > | Greater than | It compare whether left operand greater  than right operand or not and return true if it satisfied. | a > b (true) |
| < | Less than | It compare whether left operand less than  right operand or not and return true if it satisfied. | a < b (false) |
| >= | Greater than or Equal to | It compare whether left operand greater  than or equal to right operand or not and return true if it satisfied. | a >= b (true) |
| <= | Less than or Equal to | It compare whether left operand less than  or equal to right operand or not and return true if it satisfied. | a <= b (false) |
| != | Not Equal to | It checks whether two operand values equal  or not and return true if values are not equal. | a != b (true) |

# C# Relational Operators with Examples

In c#, **Relational Operators** are used to check the relation between two operands like we can determine whether two operand values equal or not, etc. based on our requirements.

Generally, in c# the relational operators will return **true** only when the defined operands relationship become **true**, otherwise it will return **false**.

For example, we have an integer variables **a = 10**, **b = 20** and if we apply a relational operator **>=** (**a >= b**), we will get the result **false** because the variable “**a**” contains a value which is less than variable **b**.

Following table lists the different type of operators available in c# relational operators.

# C# Logical Operators with Examples

In c#, **Logical Operators** are used to perform the logical operation between two operands like AND, OR and NOT based on our requirements. The Logical Operators will always work with Boolean expressions (**true** or **false**) and return Boolean values.

The operands in logical operators must always contain only Boolean values otherwise Logical Operators will throw an error.

Following table lists the different type of operators available in c# relational operators.

| **Operator** | **Name** | **Description** | **Example (a = true, b = false)** |
| --- | --- | --- | --- |
| && | Logical AND | It return true if both operands are non zero. | a && b (false) |
| || | Logical OR | It returns true if any one operand become a non zero. | a || b (true) |
| ! | Logical NOT | It return the reverse of logical state that means if both  operands are non zero then it will return false. | !(a && b) (true) |

# C# Bitwise Operators with Examples

In c#, **Bitwise Operators** will work on bits and these are useful to perform a bit by bit operations such as Bitwise AND (&), Bitwise OR (|), Bitwise Exclusive OR (^), etc. on operands and we can perform bit level operations on Boolean and integer data.

For example, we have an integer variables **a = 10**, **b = 20** and the binary format of these variables will be like as shown below.

a = 10 (00001010)

b = 20 (00010100)

When we apply **Bitwise OR** (**|**) operator on these parameters we will get the result like as shown below.

00001010

00010100

-----------

00011110 = 30 (Decimal)

Following table lists the different type of operators available in c# bitwise operators.

| **Operator** | **Name** | **Description** | **Example (a = 0, b = 1)** |
| --- | --- | --- | --- |
| & | Bitwise AND | It compares each bit of first operand with the corresponding bit of its sencond operand. If both bits are 1, then the result bit will be 1 otherwise the result bit will be 0. | a & b (0) |
| | | Bitwise OR | It compares each bit of first operand with the corresponding bit of its sencond operand. If either of bit is 1, then the result bit will be 1 otherwise the result bit will be 0. | a | b (1) |
| ^ | Bitwise Exclusive OR (XOR) | It compares each bit of first operand with the corresponding bit of its sencond operand. If one bit is 0 and other bit is 1, then the result bit will be 1 otherwise the result bit will be 0. | a ^ b (1) |
| ~ | Bitwise Complement | It operates on only one operand and it will invert each bit of operand. It will change bit 1 to 0 and vice versa. | ~(a) (1) |
| << | Bitwise Left Shift) | It shifts the number to the left based on the specified number of bits. The zeroes will be added to the least significant bits. | b << 2 (100) |
| >> | Bitwise Right Shift | It shifts the number to the right based on the specified number of bits. The zeroes will be added to the least significant bits. | b >> 2 (001) |

# C# Assignment Operators with Examples

In c#, **Assignment Operators** are used to assign a new value to the operand and these operators will work with only one operand.

For example, we can declare and assign a value to the variable using assignment operator (**=**) like as shown below.

int a;

a = 10;

If you observe above sample we defined a variable called “**a**” and assigned a new value using assignment operator (**=**) based on our requirements.

Following table lists the different type of operators available in c# assignment operators.

| **Operator** | **Name** | **Description** | **Example** |
| --- | --- | --- | --- |
| = | Equal to | It is used to assign the values to variables. | int a; a = 10 |
| += | Addition Assignment | It perform an addition of left and right operands and assign a result to the left operand. | a += 10 is equals to a = a + 10 |
| -= | Subtraction Assignment | It perform a subtraction of left and right operands and assign a result to the left operand. | a -= 10 is equals to a = a - 10 |
| \*= | Multiplication Assignment | It perform a multiplication of left and right operands and assign a result to the left operand. | a \*= 10 is equals to a = a \* 10 |
| /= | Division Assignment | It perform a divison of left and right operands and assign a result to the left operand. | a /= 10 is equals to a = a / 10 |
| %= | Modulo Assignment | It perform a modulo operation on two operands and assign a result to the left operand. | a %= 10 is equals to a = a % 10 |
| &= | Bitwise AND Assignment | It perform a Bitwise AND operation on two operands and assign a result to the left operand. | a &= 10 is equals to a = a & 10 |
| |= | Bitwise OR Assignment | It perform a Bitwise OR operation on two operands and assign a result to the left operand. | a |= 10 is equals to a = a | 10 |
| ^= | Bitwise Exclusive OR Assignment | It perform a Bitwise XOR operation on two operands and assign a result to the left operand. | a ^= 10 is equals to a = a ^ 10 |
| >>= | Right Shift Assignment | It moves the left operand bit values to right based on the number of positions specified by second operand. | a >>= 2 is equals to a = a >> 2 |
| <<= | Left Shift Assignment | It moves the left operand bit values to left based on the number of positions specified by second operand. | a <<= 2 is equals to a = a << 2 |

# C# Operators Precedence with Examples

In c#, **Operators Precedence** is used to define a multiple operators in single expression and the evaluation of expression can be happened based on the priority of operators.

For example, the multiplication operator (**\***) is having a higher precedence than the addition operator (**+**). So if we use both multiplication (**\***) and addition (**+**) operators in single expression, first it will evaluate the multiplication part and then the addition part in expression.

Following is the simple example of defining an expression with operator precedence in c#.

int i = 3 + 4 \* 5;

When we execute above statement, first the multiplication part (**4 \* 5**) will be evaluated. After that the addition part (**3 + 12**) will be executed and i value will become a **23**.

As said earlier, multiplication (**\***) operator is having a higher precedence than addition (**+**) operator so first multiplication part will be executed.

Following table lists the different type of operators available in c# relational operators.

| **Category** | **Operator(s)** |
| --- | --- |
| Postfix / Prefix | ++, -- |
| Unary | +, -, !, ~ |
| Multiplicative | \*, /, % |
| Additive | +, - |
| Shift | <<, >> |
| Relational | <, <=, >, >= |
| Equality | ==, != |
| Bitwise | &, |, ^ |
| Logical | &&, || |
| Conditional | ?: |
| Assignment | =, +=, -=, \*=, /=, %=, &=, |=, ^=, <<=, >>= |

## **C# Operator Precedence Example**

Following is the example of implementing an operator precedence in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            int x = 20, y = 5, z = 4;

            int result = x / y + z;

            Console.WriteLine("Result1: "+result);

            bool result2 = z <= y + x;

            Console.WriteLine("Result2: "+result2);

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we are implemented an operator precedence with multiple operators and the expressions evaluation will be done based on the priority of operators in c# programming language.

## **Output of C# Operators Precedence Example**

When we execute above c# program, we will get the result like as shown below.

![C# Operators Precedence Example Result](data:image/png;base64,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)

# C# If Statement with Examples

## **Syntax of C# if Statement**

Following is the syntax of defining if statement in c# programming language.

if (bool\_expression) {

// Statements to Execute if condition is true

}

# C# If Else Statement with Examples

## **Syntax of C# if-else Statement**

Following is the syntax of defining **if else** statement in c# programming language.

if (boolean\_expression)

{

// Statements to Execute if boolean expression is True

}

else {

// Statements to Execute if boolean expression is False

}

# C# If-Else-If Statement with Examples

## **Syntax of C# if-else-if Statement**

Following is the syntax of defining **if else if** statement in c# programming language.

if (condition\_1)

{

// Statements to Execute if condition\_1 is True

}

else if (condition\_2)

{

// Statements to Execute if condition\_2 is True

}

else if (condition\_3)

{

// Statements to Execute if condition\_3 is True

}

....

....

else{

// Statements to Execute if all conditions are False

}

# C# Nested If Else Statements with Examples

## **Syntax of C# Nested If-Else Statement**

Following is the syntax of defining nested [if…else statement](https://www.tutlane.com/tutorial/csharp/csharp-if-else-statement-with-examples) in c# programming language.

if (condition)

{

if (nested\_condition\_1)

{

// Statements to Execute

}

else

{

// Statements to Execute

}

}

else

{

if (nested\_condition\_2)

{

// Statements to Execute

}

else

{

// Statements to Execute

}

}

# C# Ternary Operator (?:) with Examples

## **Syntax of C# Ternary Operator**

In c#, the Ternary Operator will always work with **3** operands. Following is the syntax of defining a Ternary Operator in c# programming language.

condition\_expression ? first\_expression : second\_expression;

In c#, the Ternary Operator (?:) will work like as follow.

* In Ternary Operator, the **condition expression** must be evaluated to either **true** or **false**. If **condition** is **true**, the **first\_expression** result returned by the ternary operator.
* In case, if **condition** is **false**, then the **second\_expression** result returned by the operator.

The Ternary Operator (?:) is a substitute of [if…else statement](https://www.tutlane.com/tutorial/csharp/csharp-if-else-statement-with-examples) in c# programming language.

## **C# Nested Ternary Operator**

int x = 20, y = 20;

// If...else If Statement

string result;

if (x > y)

{

result = "x value greater than y";

}

else if (x < y)

{

result = "x value less than y";

}

else {

result = "x value equals to y";

}

//Nested Ternary Operator (?:)

result = (x > y) ? "x value greater than y" : (x < y) ? "x value less than y" : "x value equals to y";

If you observe above code, we are able to replace multiple lines of [if…else if](https://www.tutlane.com/tutorial/csharp/csharp-if-else-if-statement-with-examples) code with single line of nested ternary operator based on our requirements.

In c#, the conditional operator is a right associative so the expression **a ? b : c ? d : e;** evaluated as **a ? b : (c ? d : e)**, not as **(a ? b : c) ? d : e**.

# C# Switch Case Statement with Examples

## **Syntax of C# Switch Statement**

Generally, in c# switch statement is a collection of multiple case statements and it will execute only one single case statement based on the matching value of expression.

Following is the syntax of defining the switch statement in c# programming language.

switch(variable/expresison){

case value1:

// Statements to Execute

break;

case value2:

//Statements to Execute

break;

....

....

default:

// Statements to Execute if No Case Matches

break;

}

## **C# Nested Switch Case Statements**

In c#, using one **switch** statement within another **switch** statement is called a **nested switch case** statements.

Following is the example of using nested switch statements in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            int x = 10, y = 5;

            switch (x)

            {

                case 10:

                    Console.WriteLine("X Value: 10");

                    switch(y){

                        case 5:

                            Console.WriteLine("Nested Switch Value: 5");

                            switch (y - 2) {

                                case 3:

                                    Console.WriteLine("Another Nested Switch Value: 3");

                                    break;

                            }

                            break;

                    }

                    break;

                case 15:

                    Console.WriteLine("X Value: 15");

                    break;

                case 20:

                    Console.WriteLine("X Value: 20");

                    break;

                default:

                    Console.WriteLine("Not Known");

                    break;

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

When we execute above c# program, we will get the result like as shown below.

![C# Nested Switch Case Statement Example Result](data:image/png;base64,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)

## **C# Switch Case Statement with Enum**

In c#, we can use **enum** values with Switch case statements to perform required operations.

Following is the example of using **enum** values in c# **switch case** statement.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            location loc = location.hyderabad;

            switch (loc)

            {

                case location.chennai:

                    Console.WriteLine("Location: Chennai");

                    break;

                case location.guntur:

                    Console.WriteLine("Location: Guntur");

                    break;

                case location.hyderabad:

                    Console.WriteLine("Location: Hyderabad");

                    break;

                default:

                    Console.WriteLine("Not Known");

                    break;

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

        public enum location

        {

            hyderabad,

            chennai,

            guntur

        }

    }

}

If you observe above example, we defined a enum values and using those values in switch case statements to perform required operations based on our requirements.

When we execute above c# program, we will get the result like as shown below.

![C# Switch Case Statement with Enums Example Result](data:image/png;base64,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)

# C# For loop with Examples

## **Syntax of C# For Loop**

Following is the syntax of defining for loop in c# programming language.

for (initialization; condition; iterator(inc / dec))

{

// Statements to Execute

}

## **C# For Loop with Multiple Variables**

In c# for loop, we can declare and initialize multiple variables and iterator expressions by separating with **comma** (**,**) operator.

Following is the example of using multiple variables and iterator expressions in c# **for** loop.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            for (int i = 1, j = 0; i <= 4; i++, j++)

            {

                Console.WriteLine("i: {0}, j: {1}", i, j);

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we defined a two variables (**i**, **j**) and two iterator expressions (**i++**, **j++**) by separating them with **comma** (**,**) operator.

When we execute above c# program, we will get the result like as shown below.

![C# For Loop with Multiple Variables Example Result](data:image/png;base64,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)

## **C# For Loop with Break Statement**

In c#, by using **break** keyword we can stop the execution of **for** loop statement based on our requirements.

Following is the example of stop the execution of **for** loop using **break** statement.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            for (int i = 1; i <= 4; i++)

            {

                if (i == 3)

                    break;

                Console.WriteLine("i value: {0}", i);

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above code, we used a **break** statement to **exit** for loop whenever the variable i value equals to **3**.

When we execute above c# program, we will get the result like as shown below.

![C# For Loop with Break Statement Example Result](data:image/png;base64,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)

## If you observe above result, whenever the variable **i** value equals to **3**, then automatically the **for** loop execution has stopped.

## **C# For Loop without Initialization & Iterators**

Generally, the initializer, condition and iterator parameters are optional to create **for** loop in c# programming language.

Following is the example of creating a **for** loop in c# programming language without **initializer** and **iterator**.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            int i = 1;

            for ( ; i <= 4; )

            {

                i++;

                Console.WriteLine("i value: {0}", i);

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we defined a for loop without any initializers and iterators.

When we execute above c# program, we will get the result like as shown below.

![C# For Loop without Initialization & Iterators Example Result](data:image/png;base64,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)

## **C# Infinite For Loop**

In case, if the **condition** parameter in **for** loop always returns true, then the **for** loop will be an **infinite** and runs forever. Even if we miss the condition parameter in for loop automatically that loop will become an infinite loop.

Following are the different ways to make for loop as an infinite loop in c# programming language.

for (initializer; ; iterator) {

// Statements to Execute

}

or

for ( ; ; )

{

// Statements to Execute

}

Following is the example of making a for loop as an infinite in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            for (int i = 1; i > 0; i++)

            {

                i++;

                Console.WriteLine("i value: {0}", i);

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above code, the condition (**i > 0**) whatever we defined in for loop will always returns true so it will return infinite result.

## **C# Nested For Loop**

In c#, we can create one for loop within another for loop based on our requirements. Following is the example of creating a nested for loop in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            for (int i = 1; i <= 4; i++)

            {

                for (int j = i; j < 3; j++)

                {

                    Console.WriteLine("i value: {0}, j value: {1}", i, j);

                }

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a for loop within another loop and printing the values based on our requirements.

When we execute above c# program, we will get the result like as shown below.

![C# Nested For Loop Example Result](data:image/png;base64,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)

# C# While Loop with Examples

## **Syntax of C# While Loop**

Generally, **while** keyword is used to create a while loop in c# applications. Following is the syntax of defining a while loop in c# programming language to execute the block of statements till the defined condition evaluates as **false**.

while (boolean\_expression) {

// Statements to Execute

}

# C# Do While Loop with Examples

In c#, **Do-While** loop is used to execute a block of statements until the specified expression return as a true.

Generally, in c# the **do-while** loop is same as [while loop](https://www.tutlane.com/tutorial/csharp/csharp-while-loop-with-examples) but only the difference is [while loop](https://www.tutlane.com/tutorial/csharp/csharp-while-loop-with-examples) will execute the statements only when the defined condition returns **true** but **do-while** loop will execute the statements at least once, because first it will execute the block of statements and then it will checks the condition.

## **Syntax of C# Do-While Loop**

Generally, **do** and [**while**](https://www.tutlane.com/tutorial/csharp/csharp-while-loop-with-examples) keywords are used to create a **do...while** loop in C#. Following is the syntax of defining a **do-while** loop in c# programming language to execute the block of statements till the defined condition evaluates as **false**.

do

{

// Statements to Execute

}while (boolean\_expression);

# C# Foreach Loop with Examples

## **Syntax of C# Foreach Loop**

Following is the syntax of defining the **Foreach** loop in c# programming language.

foreach (Type var\_name in Collection\_Object) {

// Statements to Execute

}

Here, **Type** is a built in [data-type](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples) or custom class type and **var\_name** is a [variable](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples) name to access an elements from collection object (**Collection\_Object**) to use it in body of the foreach loop.

## **C# Foreach Loop with Array Example**

Following is the example of using **foreach** loop in c# programming language to iterate or loop through [array](https://www.tutlane.com/tutorial/csharp/csharp-arrays-with-examples) elements.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            string[] names = new string[3] { "Suresh Dasari", "Rohini Alavala", "Trishika Dasari" };

            foreach (string name in names)

            {

                Console.WriteLine(name);

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe the above example, we created a string array object “**names**” and looping through an each element of [array](https://www.tutlane.com/tutorial/csharp/csharp-arrays-with-examples) object using **foreach** loop and assigning an array elements to string variable “**name**”.

To know more about arrays in c# programming language, check this [c# arrays with examples](https://www.tutlane.com/tutorial/csharp/csharp-arrays-with-examples).

When we execute the above c# program, we will get the result like as shown below.

![C# Foreach Loop with Arrays Example Result](data:image/png;base64,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)

# C# Break Statement with Examples

In c#, **Break** statement is used to break or terminate the execution of loops (for, while, do-while, etc.) or switch statement and the control is passed immediately to the next statements that follows a terminated loops or statements.

# C# Continue Statement with Examples

In c#, **Continue** statement is used to pass a control to the next iteration of loops such as [for](https://www.tutlane.com/tutorial/csharp/csharp-for-loop-with-examples), [while](https://www.tutlane.com/tutorial/csharp/csharp-while-loop-with-examples), [do-while](https://www.tutlane.com/tutorial/csharp/csharp-do-while-loop-with-examples) or [foreach](https://www.tutlane.com/tutorial/csharp/csharp-foreach-loop-with-examples) from the specified position by skipping the remaining code.

In previous section, we learned [break statement in c#](https://www.tutlane.com/tutorial/csharp/csharp-break-statement-with-examples). The main difference between [break](https://www.tutlane.com/tutorial/csharp/csharp-break-statement-with-examples) statement and **continue** statement is, the [break](https://www.tutlane.com/tutorial/csharp/csharp-break-statement-with-examples) statement will completely terminate the loop or statement execution but the **continue** statement will pass a control to the next iteration of loop.

## **C# For Loop with Continue Statement**

In c#, by using **continue** keyword we can skip the execution of further code and send back control to next iteration of [for](https://www.tutlane.com/tutorial/csharp/csharp-for-loop-with-examples) loop statement based on our requirements.

Following is the example of using **continue** statement with [for](https://www.tutlane.com/tutorial/csharp/csharp-for-loop-with-examples) loop in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            for (int i = 1; i <= 4; i++)

            {

                if (i == 3)

                    continue;

                Console.WriteLine("i value: {0}", i);

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above code, we used a **continue** statement to pass control back to the next iteration of [for](https://www.tutlane.com/tutorial/csharp/csharp-for-loop-with-examples) loop whenever the variable **i** value equals to **3**.

When we execute above c# program, we will get the result like as shown below.
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If you observe above result, whenever the variable **i** value equals to **3**, it skips the further execution of statements and passes the control back to the next iteration of [for](https://www.tutlane.com/tutorial/csharp/csharp-for-loop-with-examples) loop.

# C# Goto Statement with Examples

In c#, **Goto** statement is used to transfer a program control to the defined labeled statement and it is useful to get out of the loop or exit from a deeply nested loops based on our requirements.

Generally, in c# the defined labeled statement must always exists in the scope of **goto** statement and we can define multiple **goto** statements in our application to transfer the program control to specified labeled statement.

For example, we can use **goto** statement in [switch](https://www.tutlane.com/tutorial/csharp/csharp-switch-case-statement-with-examples) statement to transfer a control from one [switch-case](https://www.tutlane.com/tutorial/csharp/csharp-switch-case-statement-with-examples) label to another or to a default label based on our requirements.

## **Syntax of C# Goto Statement**

Following is the syntax of defining a **goto** statement in c# programming language.

goto labeled\_statement;

If you observe above syntax we defined a **goto** statement by using **goto** keyword and with **labeled\_statement**. Here the **labeled\_statement** is used to transfer the program control to specified **labeled\_statement** position.

## **C# Goto Statement with For Loop Example**

Following is the example of using **goto** statement in [for loop](https://www.tutlane.com/tutorial/csharp/csharp-for-loop-with-examples) to exit the loop based on our requirements.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            for (int i = 1; i < 10; i++)

            {

                if (i == 5)

                {

                    goto endloop;

                }

                Console.WriteLine("i value: {0}", i);

            }

            endloop: Console.WriteLine("The end");

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we used a **goto** in [for loop](https://www.tutlane.com/tutorial/csharp/csharp-for-loop-with-examples) with labeled statement “**endloop**” to exit for loop whenever the variable (**i**) value equals to **5**.

When we execute above c# program, we will get the result like as shown below.
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If you observe above result, whenever the variable (**i**) value equals to **5**, the **goto** statement transferred the program control from [for loop](https://www.tutlane.com/tutorial/csharp/csharp-for-loop-with-examples) to specified label statement (**endloop**) position.

## **C# Goto Statement with Switch Statement**

In c#, we can use **goto** statement exit from defined loops or transfer a control to specific [switch-case](https://www.tutlane.com/tutorial/csharp/csharp-switch-case-statement-with-examples) label or the default label in [switch](https://www.tutlane.com/tutorial/csharp/csharp-switch-case-statement-with-examples) statement based on our requirements.

Now we will see how to use **goto** statement in [switch-case](https://www.tutlane.com/tutorial/csharp/csharp-switch-case-statement-with-examples) statement with example. Following is the example of using **goto** with [switch-case](https://www.tutlane.com/tutorial/csharp/csharp-switch-case-statement-with-examples) statement to transfer a control from one [switch-case](https://www.tutlane.com/tutorial/csharp/csharp-switch-case-statement-with-examples) label to another based on our requirements.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            int i = 3, j = 0;

            switch (i)

            {

                case 1:

                    j += 20;

                    Console.WriteLine("j value is {0}",j);

                    break;

                case 2:

                    j += 5;

                    goto case 1;

                case 3:

                    j += 30;

                    goto case 1;

                default:

                    Console.WriteLine("Not Known");

                    break;

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we used a **goto** statement in multiple [switch](https://www.tutlane.com/tutorial/csharp/csharp-switch-case-statement-with-examples) cases and trying to transfer program control from **case 2** / **case 3** to **case 1**.

When we execute above c# program, we will get the result like as shown below.
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# C# Return Statement with Examples

In c#, **Return** statement is used to terminate the execution of method in which it appears and returns the control back to the calling method.

Generally, in c# the **return** statement is useful whenever we want to get a some value from the other methods and we can omit the usage of **return** statement in our methods by using **void** as a return type.

# C# Methods / Functions with Examples

In c#, **Method** is a separate code block and that contain a series of statements to perform a particular operations and methods must be declared either in **class** or **struct** by specifying the required parameters.

Generally, in c# Methods are useful to improve the code reusability by reducing the code duplication. Suppose if we have a same functionality to perform in multiple places, then we can create a one method with required functionality and use it wherever it is required in application.

## **Syntax of C# Methods**

As discussed, in c# **Methods** must be declared either in a **class** or **struct** by specifying the required access level, return type, name of the method and any method parameters like as shown below.

class class\_name

{

    ...

    ...

    <Access\_Specifier> <Return\_Type> Method\_Name(<Parameters>)

    {

        // Statements to Execute

    }

    ...

    ...

}

If you observe the above syntax, we defined a method in **class** with various parameters, those are

**Access\_Specifier** - It is used to define an access level either **public** or **private**, etc. to allow other classes to access the method. If we didn’t mention any access modifier, then by default it is **private**.

**Return\_Type** - It is used to specify the type of value the method can return. In case, if method is not returning any value, then we need to mention **void** as return type.

**Method\_Name** - It must be a unique name to identify the method in a class.

**Parameters** - The method parameters are used to send or receive a data from method and these method parameters are enclosed within parentheses and are separated by commas. In case, if no parameters are required for a method then, we need to define a method with empty parentheses.

 In c#, both **methods** and **functions** are same, there is no difference and these are a just different terms to do the same thing in c#.

## **C# Passing Parameters to Methods**

In c#, we have a different ways to pass a parameters to the method, those are

| **Parameters** | **Description** |
| --- | --- |
| [Value Parameters](https://www.tutlane.com/tutorial/csharp/csharp-pass-by-value-with-examples) | These are called as “**input parameters**” and these parameters will pass a copy of original value instead of  original parameters. So the changes made to the parameters in called method will not have an effect on the  original values when control returns to the caller. |
| [Reference Parameters](https://www.tutlane.com/tutorial/csharp/csharp-pass-by-reference-ref-with-examples) | These are called as “**input/output parameters**” and these will pass a memory reference of original  parameters. So the changes made to the parameters in called method will have an effect on the  original values when control returns to the caller. |
| [Output Parameters](https://www.tutlane.com/tutorial/csharp/csharp-out-parameter-with-examples) | These are called as “**output parameters**” and these are more like reference type parameters but only  difference is we don’t need to initialize it before passing. |

# C# Pass By Value with Examples

In c#, Passing a [Value-Type](https://www.tutlane.com/tutorial/csharp/csharp-value-type-and-reference-type-with-examples) parameter to a method by value means passing a copy of the variable to the method. So the changes made to the parameter inside of called method will not have an effect on the original data stored in the argument variable.

As discussed earlier, [Value-Type](https://www.tutlane.com/tutorial/csharp/csharp-value-type-and-reference-type-with-examples) variables will contain the value directly on it memory and [Reference-Type](https://www.tutlane.com/tutorial/csharp/csharp-value-type-and-reference-type-with-examples) variables will contain a reference of its data.

## **C# Passing Parameters By Value Example**

Following is the example of passing a [value type](https://www.tutlane.com/tutorial/csharp/csharp-value-type-and-reference-type-with-examples) parameter to a method by value in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            int x = 10;

            Console.WriteLine("Variable Value Before Calling the Method: {0}", x);

            Multiplication(x);

            Console.WriteLine("Variable Value After Calling the Method: {0}", x);

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

        public static void Multiplication(int a)

        {

            a \*= a;

            Console.WriteLine("Variable Value Inside the Method: {0}", a);

        }

    }

}

If you observe above example, the variable **x** is a [value type](https://www.tutlane.com/tutorial/csharp/csharp-value-type-and-reference-type-with-examples) and it passed to the **Multiplication** method. The content of variable **x**, copied to the parameter **a** and made required modifications in **Multiplication** method but the changes that made inside of the method have no effect on the original value of the variable.

## **Output of C# Passing Parameters By Value Example**

When we execute above c# program, we will get the result like as shown below.

![C# Pass By Value Example Result](data:image/png;base64,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)

If you observe above result, the variable value not changed even after we made the modifications in our method.

# C# Pass By Reference (Ref) with Examples

In c#, passing a [value type](https://www.tutlane.com/tutorial/csharp/csharp-value-type-and-reference-type-with-examples) parameter to a method by reference means passing a reference of the variable to the method. So the changes made to the parameter inside of called method will have an effect on the original data stored in the argument variable.

By using ref keyword, we can pass a parameters [reference-type](https://www.tutlane.com/tutorial/csharp/csharp-value-type-and-reference-type-with-examples) and it’s mandatory to initialize the variable value before we pass it as an argument to the method in c# programming language.

## **Declaration of C# Pass By Reference**

Following is simple example of passing parameters by reference in c# programming language.

int x = 10; // Variable need to be initialized

Multiplication(ref x);

## **C# Passing Parameters By Reference Example**

Following is the example of passing a [value type](https://www.tutlane.com/tutorial/csharp/csharp-value-type-and-reference-type-with-examples) parameter to a method by reference in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            int x = 10;

            Console.WriteLine("Variable Value Before Calling the Method: {0}", x);

            Multiplication(ref x);

            Console.WriteLine("Variable Value After Calling the Method: {0}", x);

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

        public static void Multiplication(ref int a)

        {

            a \*= a;

            Console.WriteLine("Variable Value Inside the Method: {0}", a);

        }

    }

}

If you observe above example, we are passing the reference of variable **x** to the variable **a** in **Multiplication** method by using **ref** keyword. In this case, the variable **a** contains the reference of variable **x** so the changes that made to the variable **a** will affect the value of variable **x**.

## **Output of C# Passing Parameters By Reference Example**

When we execute above c# program, we will get the result like as shown below.

![C# Passing Parameters By Reference Example Result](data:image/png;base64,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)

# C# Out Parameter with Examples

In c#, **out** keyword is used to pass an arguments to the method as a [reference type](https://www.tutlane.com/tutorial/csharp/csharp-pass-by-reference-ref-with-examples). The **out** keyword is same like **ref** keyword, only difference is **out** doesn’t require a variable to be initialized before we pass it as an argument to the method but the [variable](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples) must be initialized in called method before it return a value to the calling method.

The out parameter in c# is also useful to return more than one value from the methods in c# programming language.

## **Declaration of C# Out Parameter**

Following is simple example of using **out** parameters in c# programming language.

int x; // No need to initialize variable

Multiplication(out x);

If you observe above declaration, we just declared a variable **x** and pass it to the method by using **out** parameter without assigning any value but as discussed, the variable must be initialized in called method before it return a value to the calling method.

To use **out** parameter in c# application, both the method definition and the calling method must explicitly use the **out** keyword.

## **C# Out Parameter Example**

Following is the example of passing an **out** parameter to the method in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            int x;

            Multiplication(out x);

            Console.WriteLine("Variable Value: {0}", x);

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

        public static void Multiplication(out int a)

        {

            a = 10;

            a \*= a;

        }

    }

}

If you observe above example, we declared a variable **x** and passing it to a **Multiplication** method by using **out** keyword without initializing the value. However, the called method (**Multiplication**) is initializing the value before it returning the value to the calling method.

When we execute above c# program, we will get the result like as shown below.

![C# Out Parameter Example Result](data:image/png;base64,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)

If you observe above result, the changes whatever we did for variable in **Multiplication** method has reflected in calling method also.

## **C# Multiple Out Parameters Example**

Following is the example of using multiple **out** parameters in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            int x, y;

            Multiplication(out x, out y);

            Console.WriteLine("x Value: {0}", x);

            Console.WriteLine("y Value: {0}", y);

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

        public static void Multiplication(out int a, out int b)

        {

            a = 10;

            b = 5;

            a \*= a;

            b \*= b;

        }

    }

}

If you observe above example, we defined a two variables (x, y) and passing it to **Multiplication** method using **out** parameters.

When we execute above c# program, we will get the result like as shown below.

![C# Multiple Out Parameters Example Result](data:image/png;base64,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)

If you observe above result, the changes whatever we did for variables in **Multiplication** method has reflected in calling method also.

# C# Params Keyword with Examples

In c#, **params** keyword is used to specify a method parameter that takes a variable number of arguments. The params keyword is useful when we are not sure about number of arguments to send as a parameter.

In c#, during method declaration only one params keyword is allowed and no additional parameters are permitted after the params keyword in a method declaration.

We can send an arguments of specified type as a comma-separated list or an array to the declared parameter. In case, if we are not sending any arguments to the defined parameter, then the length of params list will become a zero.

## **C# Params Keyword Example**

Following is the example of using params keyword in c# programming language to specify method parameter accept multiple number of arguments.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            int[] arr = new int[] { 1, 2, 3, 4, 5, 6 };

            ParamsMethod(arr);

        }

        public static void ParamsMethod(params int[] arr)

        {

            for (int i = 0; i < arr.Length; i++)

            {

                Console.Write(arr[i] + (i < arr.Length - 1 ? ", " : ""));

            }

            Console.WriteLine();

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we are sending a comma separated list of multiple arguments of the specified type (integer) to the declared parameter in **ParamsMethod**function.

When we execute above c# program, we will get the result like as shown below.
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If you observe above result, we are able to send multiple arguments of same data type to params keyword parameter in method declaration.

In previous example, we are sending only **integer** type of arguments to the method parameter. In case, if you want to send a list of multiple type of arguments, then we need to use object type parameter in method declaration.

## **C# Params Keyword with Object Type**

Following is the example of using object type parameter in method declaration to accept list of multiple type of arguments.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            object[] arr =  { 1, 2, "suresh", "rohini", "trishika", 10.26 };

            ParamsMethod(arr);

        }

        public static void ParamsMethod(params object[] arr)

        {

            for (int i = 0; i < arr.Length; i++)

            {

                Console.Write(arr[i] + (i < arr.Length - 1 ? ", " : ""));

            }

            Console.WriteLine();

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we used object type parameter in method declaration and accepting different data type of arguments as a list.

When we execute above c# program, we will get the result like as shown below.
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If you observe above result, we are able to send different data type of arguments to the params keyword parameter in method declaration.

# C# Arrays with Examples

In c#, **Arrays** are useful to store a multiple elements of same data type at contiguous memory locations and an arrays will allow us to store fixed number of elements sequentially based on the predefined number of items.

In previous chapter, we learned about [variables in c#](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples), which will help us to hold a single value like **int x = 10;**. In case if we want to hold more than one value of same [data type](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples), then an arrays came into the picture in c# to solve this problem.

An array can start storing the values from index **0**. Suppose if we have an array with n elements, then it will start storing the elements from index **0** to **n-1**.

Following is the pictorial representation of storing the multiple values of same type in c# array data structure.
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## **C# Arrays Initialization**

// Declaring and Initializing an array with size of 5

int[] array = new int[5];

//Defining and assigning an elements at the same time

int[] array2 = new int[5]{1,2,3,4,5};

//Initialize with 5 elements will indicates the size of an array

int[] array3 = new int[] { 1, 2, 3, 4, 5 };

// Another way to initialize an array without size

int[] array4 = { 1, 2, 3, 4, 5 };

// Declare an array without initialization

int[] array5;

array5 = new int[]{ 1, 2, 3, 4, 5 };

If you observe above examples, in first statement we declared and initialized an integer array with the size of **5** to allow an array to store **5** integer values and the array can contain an elements from **array[0]** to **array[4]**.

Generally, in c# initializing an array without **size** or assigning a values to an array without **new** operator will throw a compile time errors. For example:

// Error. Initialize an array without size

int[] array = new int[];

// Error. Initialize an array without new keyword

int[] array1;

array1 = { 1, 2, 3, 4, 5 };

## **C# Array Types**

In c#, we have a different type of arrays available, those are

* Single-Dimensional Arrays
* [Multi-Dimensional Arrays](https://www.tutlane.com/tutorial/csharp/csharp-multidimensional-arrays)
* [Jagged Arrays](https://www.tutlane.com/tutorial/csharp/csharp-jagged-arrays-with-examples)

## **C# Array Class**

In c#, we have a class called **Array** and it will act as a base class for all the arrays in common language runtime (CLR). The Array class provides a methods for creating, manipulating, searching and sorting an arrays.

For example, by using **Sort** or **Copy** methods of **Array** class we can sort the elements of an array and copy the elements of one array to another based on our requirements.

Following is the example of using an Array class to sort or filter or reverse array elements in c# programming language.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            int[] array = new int[5] { 1, 4, 2, 3, 5 };

            Console.WriteLine("---Initial Array Elements---");

            foreach (int i in array)

            {

                Console.WriteLine(i);

            }

            Array.Sort(array);

            Console.WriteLine("---Elements After Sort---");

            foreach (int i in array)

            {

                Console.WriteLine(i);

            }

            Array.Reverse(array);

            Console.WriteLine("---Elements After Reverse---");

            foreach (int i in array)

            {

                Console.WriteLine(i);

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we sorting and changing the order of array elements using **Sort** and **Reverse** methods of an **Array** class.

When we execute above c# program, we will get the result like as shown below.
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# C# Multidimensional Arrays

As discussed in previous chapter, [Arrays in C#](https://www.tutlane.com/tutorial/csharp/csharp-arrays-with-examples) will support multi-dimensional arrays.  In c#, a multidimensional array is an array which contains a more than one dimension to represent the elements in tabular format like rows and columns.

In c#, multidimensional arrays can support either two or three dimensional series. To create multidimensional arrays, we need to use **comma** (**,**) separator inside the square brackets.

## **C# Multi-Dimensional Array Declaration**

In c#, **Multidimensional Arrays** can be declared by specifying the data type of an elements followed by the square brackets **[]** with **comma** (**,**) separator. Following are the examples of creating two or three dimensional arrays in c# programming language.

// Two Dimensional Array

int[,] arr = new int[4, 2];

// Three Dimensional Array

int[, ,] arr1 = new int[4, 2, 3];

## **C# Multidimensional Array Example**

Following is the example of using a multidimensional arrays in c# programming language to represent the elements in an array with multiple dimensions.

using System;

namespace Tutlane

{

    class Program

    {

        static void Main(string[] args)

        {

            // Two Dimensional Array

            int[,] array2D = new int[3, 2] { { 4, 5 }, { 5, 0 }, { 3, 1 } };

            // Three Dimensional Array

            int[, ,] array3D = new int[2, 2, 3] { { { 1, 2, 3 }, { 4, 5, 6 } }, { { 7, 8, 9 }, { 10, 11, 12 } } };

            Console.WriteLine("---Two Dimensional Array Elements---");

            for (int i = 0; i < 3; i++)

            {

                for (int j = 0; j < 2; j++)

                {

                    Console.WriteLine("a[{0},{1}] = {2}", i, j, array2D[i, j]);

                }

            }

            Console.WriteLine("---Three Dimensional Array Elements---");

            for (int i = 0; i < 2; i++)

            {

                for (int j = 0; j < 2; j++)

                {

                    for (int k = 0; k < 3; k++)

                    {

                        Console.WriteLine("a[{0},{1},{2}] = {3}", i, j, k, array3D[i, j, k]);

                    }

                }

            }

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a two and three dimensional arrays and getting those array values by using [for loop in c#](https://www.tutlane.com/tutorial/csharp/csharp-for-loop-with-examples).

When we execute above c# program, we will get the result like as shown below.
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[2, 2, 3]

{ [0] [1]

[0] { { 1, 2, 3 }, { 4, 5, 6 } },

[1] { { 7, 8, 9 }, { 10, 11, 12 } }

}

Example: 0 1 0 =4

0 1 1 =5

# C# Jagged Arrays with Examples

In c#, **Jagged Array** is an array whose elements are arrays with different dimensions and sizes. Sometimes jagged array called as “array of arrays” and it can store arrays instead of particular data type value.

In c#, a jagged array can be initialized with two square brackets **[][]**. The first square bracket will specify the size of an array and the second one will specify the dimension of array which is going to be stored as a value.

Following are the examples of creating jagged arrays in c# programming language with [single](https://www.tutlane.com/tutorial/csharp/csharp-arrays-with-examples) and [multidimensional](https://www.tutlane.com/tutorial/csharp/csharp-multidimensional-arrays) arrays.

// Jagged Array with Single Dimensional Array

int[][] jarray = new int[2][];

// Jagged Array with Two Dimensional Array

int[][,] jarray1 = new int[3][,];

If you observe above examples, first array (**jarray**) is allowed to store **2** elements of [single dimensional arrays](https://www.tutlane.com/tutorial/csharp/csharp-arrays-with-examples) and second array (**jarray1**) is allowed to store 3 elements of [multidimensional arrays](https://www.tutlane.com/tutorial/csharp/csharp-multidimensional-arrays).

## **C# Jagged Array Initialization**

In c#, we can initialize an [arrays](https://www.tutlane.com/tutorial/csharp/csharp-arrays-with-examples) upon declaration. Following are the different ways of declaring and initializing a jagged arrays in c# programming language.

// Jagged Array with Single Dimensional Array

int[][] jarray = new int[3][];

jarray[0] = new int[5] { 1, 2, 3, 4, 5 };

jarray[1] = new int[3] { 10, 20, 30 };

jarray[2] = new int[] { 12, 50, 60, 70, 32 };

// Jagged Array with Two Dimensional Array

int[][,] jarray1 = new int[3][,];

jarray1[0] = new int[2, 2] { { 15, 24 }, { 43, 54 } };

jarray1[1] = new int[,] { { 11, 12 }, { 13, 14 }, { 25, 26 } };

jarray1[2] = new int[4, 3];

// Initializing an Array on Declaration

int[][] jarray2 = new int[][]

{

new int[]{1,2,3,4,5},

new int[]{98, 56, 45},

new int[]{32}

};

## **C# Access Jagged Array Elements**

In c#, we can access the values of a jagged arrays by using row index and column index values.

Following is the example of accessing an elements from jagged arrays in c# programming language based on our requirements.

int i = jarray[0][2]; //3 (0th element 2nd (3rd) position

int j = jarray[2][1]; //50 (2nd element 1st (2nd position))

int k = jarray1[0][1, 1]; //54

int l = jarray1[1][2, 1]; //26

# C# Passing Arrays as Arguments

In c#, [arrays](https://www.tutlane.com/tutorial/csharp/csharp-arrays-with-examples) are the [reference types](https://www.tutlane.com/tutorial/csharp/csharp-value-type-and-reference-type-with-examples) so we can pass [arrays](https://www.tutlane.com/tutorial/csharp/csharp-arrays-with-examples) as an arguments to the [method](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) parameters and we can modify the values of an array elements inside of method based on our requirements.

# C# Classes and Objects with Examples

In c#, **Classes and Objects** are interrelated. The **class** in c# is nothing but a collection of various data members (fields, properties, etc.) and member functions. The **object** in c# is an instance of a **class** to access the defined properties and methods.

## **Declaring a Class in C#**

In c#, classes are declared by using class keyword. Following is the declaration of class in c# programming language.

public class users {

// Properties, Methods, Events, etc.

}

If you observe above syntax, we defined a class “**users**” using class keyword with public [access modifier](https://www.tutlane.com/tutorial/csharp/csharp-access-modifiers-public-private-protected-internal). Here, the public [access specifier](https://www.tutlane.com/tutorial/csharp/csharp-access-modifiers-public-private-protected-internal#divcpblm) will allow the users to create an objects for this class and inside of the body class, we can create a required [fields](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples), [properties](https://www.tutlane.com/tutorial/csharp/csharp-properties-get-set), [methods](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) and [events](https://www.tutlane.com/tutorial/csharp/csharp-events) to use it in our applications.

Now we will see how to create a class in c# programming language with example.

Following is the detailed description of various data members which we used in above c# class example.
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## **C# Class Members**

As discussed, a **class** can contain multiple data members in c# programming language. Following table lists a different type of data members that can be used in c# classes.

| **Member** | **Description** |
| --- | --- |
| [Fields](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples) | Variables of the class |
| [Methods](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) | Computations and actions that can be performed by the class |
| [Properties](https://www.tutlane.com/tutorial/csharp/csharp-properties-get-set) | Actions associated with reading and writing named properties of the class |
| [Events](https://www.tutlane.com/tutorial/csharp/csharp-events) | Notifications that can be generated by the class |
| [Constructors](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples) | Actions required to initialize instances of the class or the class itself |
| [Operators](https://www.tutlane.com/tutorial/csharp/csharp-operators-arithmetic-relational-logical-assignment-precedence) | Conversions and expression operators supported by the class |
| [Constants](https://www.tutlane.com/tutorial/csharp/csharp-const-constant-keyword) | Constant values associated with the class |
| Indexers | Actions associated with indexing instances of the class like an array |
| Finalizers | Actions to perform before instances of the class are permanently discarded |
| Types | Nested types declared by the class |

## **C# Object**

In c#, **Object** is an instance of a **class** and that can be used to access the data members and member functions of a **class**.

# C# Constructors with Examples

In c#, **Constructor** is a method which will invoke automatically whenever an instance of [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) or **struct** is created.  The constructor will have a same name as the [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) or **struct**and it useful to initialize and set a default values for the data members of the new object.

In case, if we create a class without having any constructor, then the compiler will automatically create a one default constructor for that class. So, there is always one constructor will exist in every class.

In c#, a [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) can contain more than one constructor with different type of arguments and the constructors will never return anything, so we don’t need to use any return type, not even **void** while defining the constructor method in [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples).

## **C# Constructor Types**

In c#, we have a different type of constructors available, those are

* [Default Constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples#divcsdfcstr)
* [Parameterized Constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples#divcspzcst)
* [Copy Constructor](https://www.tutlane.com/tutorial/csharp/csharp-copy-constructor-with-examples)
* [Static Constructor](https://www.tutlane.com/tutorial/csharp/csharp-static-constructor-with-examples)
* [Private Constructor](https://www.tutlane.com/tutorial/csharp/csharp-private-constructor-with-examples)

## **C# Default Constructor**

In c#, if we create a constructor without having any parameters, then we will call it as **default constructor** and the every instance of class will be initialized without any parameter values.

Following is the example of defining the default constructor in c# programming language.

using System;

namespace Tutlane

{

    class User

    {

        public string name, location;

        // Default Constructor

        public User()

        {

            name = "Suresh Dasari";

            location = "Hyderabad";

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            // The constructor will be called automatically once the instance of class created

            User user = new User();

            Console.WriteLine(user.name);

            Console.WriteLine(user.location);

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a class called “**User**” and the constructor method “**User()**” without having any parameters. When we create an instance of our class (**User**), then automatically our constructor method will be called.

When we execute above c# program, we will get the result like as shown below.
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## **C# Parameterized Constructor**

In c#, if we create a constructor with at least one parameter, then we will call it as **parameterized constructor** and the every instance of class will be initialized with parameter values.

Following is the example of defining the parameterized constructor in c# programming language.

using System;

namespace Tutlane

{

    class User

    {

        public string name, location;

        // Parameterized Constructor

        public User(string a, string b)

        {

            name = a;

            location = b;

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            // The constructor will be called automatically once the instance of class created

            User user = new User("Suresh Dasari", "Hyderabad");

            Console.WriteLine(user.name);

            Console.WriteLine(user.location);

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a class called “**User**” and the constructor method “**User(string, string)**” with parameters. When we create an instance of our class (**User**) with required parameters, then automatically our constructor method will be called.

When we execute above c# program, we will get the result like as shown below.
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If you observe above result, our constructor method has called automatically and initialized the parameter values after creating an instance of our class with required parameters.

## **C# Constructor Overloading**

In c#, we can **overload** the constructor by creating another constructor with same method name but with different parameters.

Following is the example of implementing a constructor overloading in c# programming language.

using System;

namespace Tutlane

{

    class User

    {

        public string name, location;

        // Default Constructor

        public User() {

            name = "Suresh Dasari";

            location = "Hyderabad";

        }

        // Parameterized Constructor

        public User(string a, string b)

        {

            name = a;

            location = b;

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            User user = new User(); // Default Constructor will be called

            User user1 = new User("Rohini Alavala", "Guntur"); // Parameterized Constructor will be called

            Console.WriteLine(user.name + ", " + user.location);

            Console.WriteLine(user1.name + ", " + user1.location);

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a class called “**User**” and overloaded a constructor “**User()**” by creating another constructor “**User(string, string)**” with same name but with different parameters.

When we execute above c# program, we will get the result like as shown below.
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## **C# Constructor Chaining**

In c#, **Constructor Chaining** is an approach to invoke one constructor from another constructor. To achieve constructor chaining we need to use this keyword after our constructor definition.

Following is the example of implementing a **constructor chaining** in c# programming language.

using System;

namespace Tutlane

{

    class User

    {

        public User()

        {

            Console.Write("Hi, ");

        }

        public User(string a): this()

        {

            Console.Write(a);

        }

        public User(string a, string b): this("welcome")

        {

            Console.Write(a + " " + b);

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            User user1 = new User(" to", "tutlane");

            Console.WriteLine();

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a different constructors with different parameters and we are calling one constructor from another constructor using thiskeyword.

When we execute above c# program, we will get the result like as shown below.
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If you observe above result, we are able to call a one constructor from another constructor to achieve constructor chaining in c# programming language.

# C# Copy Constructor with Examples

In c#, **Copy Constructor** is a [parameterized constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples#divcspzcst) which contains a parameter of same class type. The copy constructor in c# is useful whenever we want to initialize a new instance to the values of an existing instance.

In simple words, we can say copy constructor is a [constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples) which copies a data of one object into another object. Generally, c# won’t provide a copy constructor for objects but we can implement ourselves based on our requirements.

## **C# Copy Constructor Syntax**

Following is the syntax of defining a copy constructor in c# programming language.

class User

{

    // Parameterized Constructor

    public User(string a, string b)

    {

        // your code

    }

    // Copy Constructor

    public User(User user)

    {

        // your code

    }

}

If you observe the above syntax, we created a copy constructor with a parameter of same class type and it help us to initialize a new instance to the values of an existing instance.

## **C# Copy Constructor Example**

Following is the example of creating a copy constructor to initialize a new instance to the values of an existing instance in c# programming language.

using System;

namespace Tutlane

{

    class User

    {

        public string name, location;

        // Parameterized Constructor

        public User(string a, string b)

        {

            name = a;

            location = b;

        }

        // Copy Constructor

        public User(User user)

        {

            name = user.name;

            location = user.location;

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            // User object with Parameterized constructor

            User user = new User("Suresh Dasari", "Hyderabad");

            // Another User object (user1) by copying user details

            User user1 = new User(user);

            user1.name = "Rohini Alavala";

            user1.location = "Guntur";

            Console.WriteLine(user.name + ", " + user.location);

            Console.WriteLine(user1.name + ", " + user1.location);

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created an instance of copy constructor (**user1**) and using an instance of **user** object as a parameter type. So the properties of **user** object will be send to **user1** object and we are changing the property values of **user1** object but those will not effect the **user** object property values.

When we execute above c# program, we will get the result like as shown below.
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If you observe above result, we initialized a new instance to the values of an existing instance but those changes not effected the existing instance values.

# C# Static Constructor with Examples

# C# Static Constructor with Examples

In c#, **Static Constructor** is used to perform a particular action only once throughout the application. If we declare a [constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples) as **static**, then it will be invoked only once irrespective of number of class instances and it will be called automatically before the first instance is created.

Generally, in c# the static constructor will not accept any access modifiers and parameters. In simple words we can say it’s a parameter less.

Following are the properties of static constructor in c# programming language.

* Static constructor in c# won’t accept any parameters and access modifiers.
* The static constructor will invoke automatically, whenever we create a first instance of class.
* The static constructor will be invoked by CLR so we don’t have a control on static constructor execution order in c#.
* In c#, only one static constructor is allowed to create.

## **C# Static Constructor Syntax**

Following is the syntax of defining a static constructor in c# programming language.

class User

{

   // Static Constructor

   static User()

   {

      // Your Custom Code

   }

}

If you observe above syntax, we created a static constructor without having any parameters and access specifiers.

## **C# Static Constructor Example**

Following is the example of creating a static constructor in c# programming language to invoke the particular action only once throughout the program.

using System;

namespace Tutlane

{

    class User

    {

        // Static Constructor

        static User()

        {

            Console.WriteLine("I am Static Constructor");

        }

        // Default Constructor

        public User()

        {

            Console.WriteLine("I am Default Constructor");

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            // Both Static and Default constructors will invoke for first instance

            User user = new User();

            // Only Default constructor will invoke

            User user1 = new User();

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a **static constructor** and [default constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples#divcsdfcstr). Here the static constructor will be invoked only once for the first instance of class.

When we execute above c# program, we will get the result like as shown below.
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If you observe above result, for the first instance of class both static and default constructors execute and for the second instance of class only [default constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples#divcsdfcstr) has executed.

# C# Private Constructor with Examples

In c#, **Private Constructor** is a special instance constructor and it is used in a classes that contains only **static** members. If a class contains one or more private constructors and no public constructors, then the other classes are not allowed to create an instance for that particular class except nested classes.

## **C# Private Constructor Syntax**

Following is the syntax of defining a private constructor in c# programming language.

class User

{

  // Private Constructor

  private User()

  {

     // Your Custom Code

  }

}

If you observe above syntax, we created a private constructor without having any parameters that means it will prevent an automatic generation of [default constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples#divcsdfcstr). In case, if we didn’t use any **access modifier** to define [constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples), then by default it will treat it as a **private**.

## **C# Private Constructor Example**

Following is the example of creating a private constructor in c# programming language to prevent other [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) to create an instance of particular [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples).

using System;

namespace Tutlane

{

    class User

    {

        // private Constructor

        private User()

        {

            Console.WriteLine("I am Private Constructor");

        }

        public static string name, location;

        // Default Constructor

        public User(string a, string b)

        {

            name = a;

            location = b;

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            // The following comment line will throw an error because constructor is inaccessible

            //User user = new User();

            // Only Default constructor with parameters will invoke

            User user1 = new User("Suresh Dasari", "Hyderabad");

            Console.WriteLine(User.name + ", " + User.location);

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a class with **private constructor** and [default constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples#divcsdfcstr) with parameters. If you uncomment the commented line (User user = newUser();), then it will throw an error because the constructor is a private so it won’t allow you to create an instance for that class.

Here we are accessing class properties directly with class name because those are **static** properties so it won’t allow you to access with instance name.

When we execute above c# program, we will get the result like as shown below.

![C# Private Constructor Example Result](data:image/png;base64,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)

# C# Destructor with Examples

In c#, **Destructor** is a special method of a [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) and it is used in a [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) to destroy the object or instances of [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples). The destructor in c# will invoke automatically whenever the class instances become unreachable.

Following are the properties of destructor in c# programming language.

* In c#, destructors can be used only in [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) and a [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) can contain only one destructor.
* The destructor in [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) can be represented by using **tilde** (**~**) operator
* The destructor in c# won’t accept any parameters and access modifiers.
* The destructor will invoke automatically, whenever an instance of [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) is no longer needed.
* The destructor automatically invoked by garbage collector whenever the [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) objects that are no longer needed in application.

## **C# Destructor Syntax**

Following is the syntax of defining a destructor in c# programming language.

  class User

    {

        // Destructor

        ~User()

        {

            // your code

        }

    }

If you observe above syntax, we created a destructor with same [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) name using **tilde** (~) operator. Here we need to remember that destructor name must always same as [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) name in c# programming language.

## **C# Destructor Example**

Following is the example of using destructor in c# programming language to destruct the unused objects of class.

using System;

namespace Tutlane

{

    class User

    {

        public User()

        {

            Console.WriteLine("An Instance of class created");

        }

        // Destructor

        ~User()

        {

            Console.WriteLine("An Instance of class destroyed");

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            Details();

            GC.Collect();

            Console.ReadLine();

        }

        public static void Details()

        {

            // Created instance of class

            User user = new User();

        }

    }

}

If you observe above example, we created a class with [default constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples#divcsdfcstr) and **destructor**. Here we created an instance of class “**User**” in **Details()** method and whenever the **Details** function execution is done, then the garbage collector (**GC**) automatically will invoke a destructor in **User** class to clear the object of class.

When we execute above c# program, we will get the result like as shown below.

![C# Destructor Example Result](data:image/png;base64,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)

# C# this Keyword

In c#, **this** keyword is used to refer the current instance of class and by using this keyword we can pass current instance of class as a parameter to the other methods.

In case, if class contains a parameters and variables with same name, then this keyword is useful to distinguish between the parameters and variables.

We can also use this keyword to declare indexers and to specify the instance variable in the parameter list of an extension method.

## In c#, we should not use this keyword to refer **static** field or method and also it cannot used in **static classes**.

## **C# this Keyword Syntax**

Following is the syntax of using this keyword in c# programming language.

this.instance\_variable

If you observe above syntax, this is a keyword and **instance\_variable** is an instance variable name.

## **C# this keyword Example**

Following is the example of using this keyword in c# programming language to refer the class variables and parameters of same name and use this keyword to send instance of [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) to the method of another [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples).

using System;

namespace Tutlane

{

    class User

    {

        public string name, location;

        public long marks = 470;

        public User(string name, string location)

        {

            // Use this to distinguish between parameters and variables

            this.name = name;

            this.location = location;

        }

        public void GetUserDetails()

        {

            Console.WriteLine("Name: {0}", name);

            Console.WriteLine("Location: {0}", location);

            // Passing a class instance to the method using this

            Console.WriteLine("Marks: {0}", Exams.GetPercentage(this));

        }

    }

    class Exams

    {

        public static double GetPercentage(User u)

        {

            double i = ((double)470 / 600) \* 100;

            return (i);

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            User u = new User("Suresh Dasari", "Hyderabad");

            u.GetUserDetails();

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we used this keyword to distinguish between class variables and parameters of same name and used this keyword to send instance of class (**User**) to the method of another class.

When we run above c# program, we will get the result like as shown below.
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# C# Static Keyword

In c#, **static** is a keyword or a modifier which is used to make a class or methods or a variable properties as not instantiable that means we cannot instantiate the items which we declared with a static modifier.

The **static** members which we declared can be accessed directly with a type name. Suppose if we apply a static modifier to a class property or to a method or variable, then we can access those static members directly with a class name, instead of creating an object of a class to access those properties.

## **C# Static Variables**

Following is the example of defining a class with static properties and those can be access directly with a type instead of specific object name.

class User

{

public static string name, location;

public static int age;

}

If you observe above example, we defined a variables with static keyword and we can access those variables directly with a type name like **User.name** or **User.location** and **User.age**.

Following is the example of accessing the variables directly with a type name in c# programming language.

Console.WriteLine(User.name);

Console.WriteLine(User.location);

Console.WriteLine(User.age);

Generally, in c# the instance of class will contain a separate copy of all instance fields so the memory consumption will increase automatically, but if we use static modifier there is only one copy of each field so automatically the memory will be managed efficiently.

In c#, we can use static modifier with [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples), [methods](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples), properties, [constructors](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples), [operators](https://www.tutlane.com/tutorial/csharp/csharp-operators-arithmetic-relational-logical-assignment-precedence), fields and with events but it cannot be used with **indexers**, **finalizers** or types other than [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples).

## **C# Static Keyword Example**

Following is the example of creating a class by including both static and non-static variables & methods. Here we can access non-static variables and methods by creating an instance of the class, but it’s not possible for us to access the static fields with an instance of class so the static variables and methods can be accessed directly with the class name.

## **C# Static Keyword Example**

Following is the example of creating a class by including both static and non-static variables & methods. Here we can access non-static variables and methods by creating an instance of the class, but it’s not possible for us to access the static fields with an instance of class so the static variables and methods can be accessed directly with the class name.

using System;

namespace Tutlane

{

class User

{

// Static Variables

public static string name, location;

//Non Static Variable

public int age;

// Non Static Method

public void Details()

{

Console.WriteLine("Non Static Method");

}

// Static Method

public static void Details1()

{

Console.WriteLine("Static Method");

}

}

class Program

{

static void Main(string[] args)

{

User u = new User();

u.age = 32;

u.Details();

User.name = "Suresh Dasari";

User.location = "Hyderabad";

Console.WriteLine("Name: {0}, Location: {1}, Age: {2}", User.name, User.location, u.age);

User.Details1();

Console.WriteLine("\nPress Enter Key to Exit..");

Console.ReadLine();

}

}

}

If you observe above example, we created a class called “**User**” with **static** and **non-static** variables & methods. Here we are accessing **non-static** variables and methods with an instance of **User** class and **static** fields & methods are able to access directly with the class name (**User**).

Following diagram will illustrate more details about how **static** and **non-static** variables & methods can be accessed in our c# application.
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If you observe above diagram, it clearly says that **non-static** fields and methods can be accessed only with an instance of class and the **static** fields & methods can be accessed directly with the class name.

When we run above c# program, we will get the result like as shown below.
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# C# Static Class with Examples

In c#, a **static class** can be created by using static modifier and the static class can contain only static members.

Generally, the **static class** is same as **non-static** **class**, but only difference is the **static class** cannot be instantiated. Suppose if we apply static modifier to a class, then we should not use the **new** keyword to create a variable of the class type.

Another difference is the **static class** will contain only [static](https://www.tutlane.com/tutorial/csharp/csharp-static-keyword) members, but the **non-static class** can contain both [static](https://www.tutlane.com/tutorial/csharp/csharp-static-keyword) and non-static members.

## **C# Static Class Syntax**

In c#, we can create a **static class** by applying static keyword to the class like as shown below.

static class sample

 {

     //static data members

    //static methods

 }

If you observe above syntax, to create a static class called “**sample**”, we applied static keyword to the class type. The methods and data members which we are going to implement in sample class must be a **static**.

In c#, we can access a members of static class directly with the class name. For example, we have a static class called “**User**” with a method “**Details()**” that we can access like **User.Details()**.

## **C# Static Class Example**

Following is the example of defining a **static class** to access data members and member functions without creating an instance of class in c# programming language.

using System;

namespace Tutlane

{

    static class User

    {

        // Static Variables

        public static string name;

        public static string location;

        public static int age;

        // Static Method

        public static void Details()

        {

            Console.WriteLine("Static Method");

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            User.name = "Suresh Dasari";

            User.location = "Hyderabad";

            User.age = 32;

            Console.WriteLine("Name: {0}", User.name);

            Console.WriteLine("Location: {0}", User.location);

            Console.WriteLine("Age: {0}", User.age);

            User.Details();

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we are accessing **static** class members and functions directly with the class name because we cannot instantiate the **static class**.

When we execute above c# program, we will get the result like ass shown below.
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## **C# Static Class Features**

Following are the main features of static class in c# programming language.

* The static class in c# will contain only **static** members.
* In c#, the static classes cannot be instantiated.
* C# static classes are **sealed**, therefore it cannot be inherited.
* The static classes in c# will not contain [instance constructors](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples).

As discussed in previous article [static keyword in c#](https://www.tutlane.com/tutorial/csharp/csharp-static-keyword), we can use **static** members in **non-static**[classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) such as normal [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples). For normal [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) we can create an instance of class using **new** keyword to access non-static members and functions but it cannot access the **static** members and [functions](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples).